**Logistic Regression with a Neural Network mindset**[**¶**](https://ukoudwsv.labs.coursera.org/notebooks/Week%202/Logistic%20Regression%20as%20a%20Neural%20Network/Logistic_Regression_with_a_Neural_Network_mindset_v6a.ipynb#Logistic-Regression-with-a-Neural-Network-mindset)

Welcome to your first (required) programming assignment! You will build a logistic regression classifier to recognize cats. This assignment will step you through how to do this with a Neural Network mindset, and so will also hone your intuitions about deep learning.

**Instructions:**

* Do not use loops (for/while) in your code, unless the instructions explicitly ask you to do so.

**You will learn to:**

* Build the general architecture of a learning algorithm, including:
  + Initializing parameters
  + Calculating the cost function and its gradient
  + Using an optimization algorithm (gradient descent)
* Gather all three functions above into a main model function, in the right order.

**Updates**

This notebook has been updated over the past few months. The prior version was named "v5", and the current versionis now named '6a'

**If you were working on a previous version:**

* You can find your prior work by looking in the file directory for the older files (named by version name).
* To view the file directory, click on the "Coursera" icon in the top left corner of this notebook.
* Please copy your work from the older versions to the new version, in order to submit your work for grading.

**List of Updates**

* Forward propagation formula, indexing now starts at 1 instead of 0.
* Optimization function comment now says "print cost every 100 training iterations" instead of "examples".
* Fixed grammar in the comments.
* Y\_prediction\_test variable name is used consistently.
* Plot's axis label now says "iterations (hundred)" instead of "iterations".
* When testing the model, the test image is normalized by dividing by 255.

**1 - Packages**

First, let's run the cell below to import all the packages that you will need during this assignment.

* [numpy](https://ukoudwsv.labs.coursera.org/notebooks/Week%202/Logistic%20Regression%20as%20a%20Neural%20Network/www.numpy.org) is the fundamental package for scientific computing with Python.
* [h5py](http://www.h5py.org/) is a common package to interact with a dataset that is stored on an H5 file.
* [matplotlib](http://matplotlib.org/) is a famous library to plot graphs in Python.
* [PIL](http://www.pythonware.com/products/pil/) and [scipy](https://www.scipy.org/) are used here to test your model with your own picture at the end.

In [1]:

**import** numpy **as** np

**import** matplotlib.pyplot **as** plt

**import** h5py

**import** scipy

**from** PIL **import** Image

**from** scipy **import** ndimage

**from** lr\_utils **import** load\_dataset

​

**%**matplotlib inline

**2 - Overview of the Problem set**

**Problem Statement**: You are given a dataset ("data.h5") containing:

- a training set of m\_train images labeled as cat (y=1) or non-cat (y=0)

- a test set of m\_test images labeled as cat or non-cat

- each image is of shape (num\_px, num\_px, 3) where 3 is for the 3 channels (RGB). Thus, each image is square (height = num\_px) and (width = num\_px).

You will build a simple image-recognition algorithm that can correctly classify pictures as cat or non-cat.

Let's get more familiar with the dataset. Load the data by running the following code.

In [2]:

*# Loading the data (cat/non-cat)*

train\_set\_x\_orig, train\_set\_y, test\_set\_x\_orig, test\_set\_y, classes = load\_dataset()

We added "\_orig" at the end of image datasets (train and test) because we are going to preprocess them. After preprocessing, we will end up with train\_set\_x and test\_set\_x (the labels train\_set\_y and test\_set\_y don't need any preprocessing).

Each line of your train\_set\_x\_orig and test\_set\_x\_orig is an array representing an image. You can visualize an example by running the following code. Feel free also to change the index value and re-run to see other images.

In [5]:

*# Example of a picture*

index = 7

plt.imshow(train\_set\_x\_orig[index])

print ("y = " **+** str(train\_set\_y[:, index]) **+** ", it's a '" **+** classes[np.squeeze(train\_set\_y[:, index])].decode("utf-8") **+** "' picture.")

y = [1], it's a 'cat' picture.

![](data:image/png;base64,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)

Many software bugs in deep learning come from having matrix/vector dimensions that don't fit. If you can keep your matrix/vector dimensions straight you will go a long way toward eliminating many bugs.

**Exercise:** Find the values for:

- m\_train (number of training examples)

- m\_test (number of test examples)

- num\_px (= height = width of a training image)

Remember that train\_set\_x\_orig is a numpy-array of shape (m\_train, num\_px, num\_px, 3). For instance, you can access m\_train by writing train\_set\_x\_orig.shape[0].

In [6]:

*### START CODE HERE ### (≈ 3 lines of code)*

m\_train = train\_set\_x\_orig.shape[0]

m\_test = test\_set\_x\_orig.shape[0]

num\_px = train\_set\_x\_orig.shape[1]

*### END CODE HERE ###*

​

print ("Number of training examples: m\_train = " **+** str(m\_train))

print ("Number of testing examples: m\_test = " **+** str(m\_test))

print ("Height/Width of each image: num\_px = " **+** str(num\_px))

print ("Each image is of size: (" **+** str(num\_px) **+** ", " **+** str(num\_px) **+** ", 3)")

print ("train\_set\_x shape: " **+** str(train\_set\_x\_orig.shape))

print ("train\_set\_y shape: " **+** str(train\_set\_y.shape))

print ("test\_set\_x shape: " **+** str(test\_set\_x\_orig.shape))

print ("test\_set\_y shape: " **+** str(test\_set\_y.shape))

Number of training examples: m\_train = 209

Number of testing examples: m\_test = 50

Height/Width of each image: num\_px = 64

Each image is of size: (64, 64, 3)

train\_set\_x shape: (209, 64, 64, 3)

train\_set\_y shape: (1, 209)

test\_set\_x shape: (50, 64, 64, 3)

test\_set\_y shape: (1, 50)

**Expected Output for m\_train, m\_test and num\_px**:

|  |  |
| --- | --- |
| **m\_train** | 209 |
| **m\_test** | 50 |
| **num\_px** | 64 |

For convenience, you should now reshape images of shape (num\_px, num\_px, 3) in a numpy-array of shape (num\_px ∗∗ num\_px ∗∗ 3, 1). After this, our training (and test) dataset is a numpy-array where each column represents a flattened image. There should be m\_train (respectively m\_test) columns.

**Exercise:** Reshape the training and test data sets so that images of size (num\_px, num\_px, 3) are flattened into single vectors of shape (num\_px ∗∗ num\_px ∗∗ 3, 1).

A trick when you want to flatten a matrix X of shape (a,b,c,d) to a matrix X\_flatten of shape (b∗∗c∗∗d, a) is to use:

X\_flatten = X.reshape(X.shape[0], **-**1).T *# X.T is the transpose of X*

In [7]:

*# Reshape the training and test examples*

​

*### START CODE HERE ### (≈ 2 lines of code)*

train\_set\_x\_flatten = train\_set\_x\_orig.reshape(train\_set\_x\_orig.shape[0], **-**1).T

test\_set\_x\_flatten = test\_set\_x\_orig.reshape(test\_set\_x\_orig.shape[0], **-**1).T

*### END CODE HERE ###*

​

print ("train\_set\_x\_flatten shape: " **+** str(train\_set\_x\_flatten.shape))

print ("train\_set\_y shape: " **+** str(train\_set\_y.shape))

print ("test\_set\_x\_flatten shape: " **+** str(test\_set\_x\_flatten.shape))

print ("test\_set\_y shape: " **+** str(test\_set\_y.shape))

print ("sanity check after reshaping: " **+** str(train\_set\_x\_flatten[0:5,0]))

train\_set\_x\_flatten shape: (12288, 209)

train\_set\_y shape: (1, 209)

test\_set\_x\_flatten shape: (12288, 50)

test\_set\_y shape: (1, 50)

sanity check after reshaping: [17 31 56 22 33]

**Expected Output**:

|  |  |
| --- | --- |
| **train\_set\_x\_flatten shape** | (12288, 209) |
| **train\_set\_y shape** | (1, 209) |
| **test\_set\_x\_flatten shape** | (12288, 50) |
| **test\_set\_y shape** | (1, 50) |
| **sanity check after reshaping** | [17 31 56 22 33] |

To represent color images, the red, green and blue channels (RGB) must be specified for each pixel, and so the pixel value is actually a vector of three numbers ranging from 0 to 255.

One common preprocessing step in machine learning is to center and standardize your dataset, meaning that you substract the mean of the whole numpy array from each example, and then divide each example by the standard deviation of the whole numpy array. But for picture datasets, it is simpler and more convenient and works almost as well to just divide every row of the dataset by 255 (the maximum value of a pixel channel).

Let's standardize our dataset.

In [8]:

train\_set\_x = train\_set\_x\_flatten**/**255.

test\_set\_x = test\_set\_x\_flatten**/**255.

**What you need to remember:**

Common steps for pre-processing a new dataset are:

* Figure out the dimensions and shapes of the problem (m\_train, m\_test, num\_px, ...)
* Reshape the datasets such that each example is now a vector of size (num\_px \* num\_px \* 3, 1)
* "Standardize" the data

**3 - General Architecture of the learning algorithm**

It's time to design a simple algorithm to distinguish cat images from non-cat images.

You will build a Logistic Regression, using a Neural Network mindset. The following Figure explains why **Logistic Regression is actually a very simple Neural Network!**

**Mathematical expression of the algorithm**:

For one example x(i)x(i):

z(i)=wTx(i)+b(1)(1)z(i)=wTx(i)+b

ŷ (i)=a(i)=sigmoid(z(i))(2)(2)y^(i)=a(i)=sigmoid(z(i))

(a(i),y(i))=−y(i)log(a(i))−(1−y(i))log(1−a(i))(3)(3)L(a(i),y(i))=−y(i)log⁡(a(i))−(1−y(i))log⁡(1−a(i))

The cost is then computed by summing over all training examples:

J=1m∑i=1m(a(i),y(i))(6)(6)J=1m∑i=1mL(a(i),y(i))

**Key steps**: In this exercise, you will carry out the following steps:

- Initialize the parameters of the model

- Learn the parameters for the model by minimizing the cost

- Use the learned parameters to make predictions (on the test set)

- Analyse the results and conclude

**4 - Building the parts of our algorithm**

The main steps for building a Neural Network are:

1. Define the model structure (such as number of input features)
2. Initialize the model's parameters
3. Loop:
   * Calculate current loss (forward propagation)
   * Calculate current gradient (backward propagation)
   * Update parameters (gradient descent)

You often build 1-3 separately and integrate them into one function we call model().

**4.1 - Helper functions**

**Exercise**: Using your code from "Python Basics", implement sigmoid(). As you've seen in the figure above, you need to compute sigmoid(wTx+b)=11+e−(wTx+b)sigmoid(wTx+b)=11+e−(wTx+b) to make predictions. Use np.exp().

In [15]:

*# GRADED FUNCTION: sigmoid*

​

**def** sigmoid(z):

"""

Compute the sigmoid of z

​

Arguments:

z -- A scalar or numpy array of any size.

​

Return:

s -- sigmoid(z)

"""

​

*### START CODE HERE ### (≈ 1 line of code)*

s = 1 **/** (1 **+** np.exp(**-**z))

*### END CODE HERE ###*

**return** s

In [16]:

print ("sigmoid([0, 2]) = " **+** str(sigmoid(np.array([0,2]))))

sigmoid([0, 2]) = [ 0.5 0.88079708]

**Expected Output**:

|  |  |
| --- | --- |
| **sigmoid([0, 2])** | [ 0.5 0.88079708] |

**4.2 - Initializing parameters**

**Exercise:** Implement parameter initialization in the cell below. You have to initialize w as a vector of zeros. If you don't know what numpy function to use, look up np.zeros() in the Numpy library's documentation.

In [30]:

*# GRADED FUNCTION: initialize\_with\_zeros*

​

**def** initialize\_with\_zeros(dim):

"""

This function creates a vector of zeros of shape (dim, 1) for w and initializes b to 0.

Argument:

dim -- size of the w vector we want (or number of parameters in this case)

Returns:

w -- initialized vector of shape (dim, 1)

b -- initialized scalar (corresponds to the bias)

"""

*### START CODE HERE ### (≈ 1 line of code)*

w = np.zeros((dim, 1))

b = 0

*### END CODE HERE ###*

​

**assert**(w.shape == (dim, 1))

**assert**(isinstance(b, float) **or** isinstance(b, int))

**return** w, b

In [31]:

dim = 2

w, b = initialize\_with\_zeros(dim)

print ("w = " **+** str(w))

print ("b = " **+** str(b))

w = [[ 0.]

[ 0.]]

b = 0

**Expected Output**:

|  |  |
| --- | --- |
| **w** | [[ 0.] [ 0.]] |
| **b** | 0 |

For image inputs, w will be of shape (num\_px ×× num\_px ×× 3, 1).

**4.3 - Forward and Backward propagation**

Now that your parameters are initialized, you can do the "forward" and "backward" propagation steps for learning the parameters.

**Exercise:** Implement a function propagate() that computes the cost function and its gradient.

**Hints**:

Forward Propagation:

* You get X
* You compute A=σ(wTX+b)=(a(1),a(2),...,a(m−1),a(m))A=σ(wTX+b)=(a(1),a(2),...,a(m−1),a(m))
* You calculate the cost function: J=−1m∑mi=1y(i)log(a(i))+(1−y(i))log(1−a(i))J=−1m∑i=1my(i)log⁡(a(i))+(1−y(i))log⁡(1−a(i))

Here are the two formulas you will be using:

∂J∂w=1mX(A−Y)T(7)(7)∂J∂w=1mX(A−Y)T

∂J∂b=1m∑i=1m(a(i)−y(i))(8)(8)∂J∂b=1m∑i=1m(a(i)−y(i))

In [32]:

*# GRADED FUNCTION: propagate*

​

**def** propagate(w, b, X, Y):

"""

Implement the cost function and its gradient for the propagation explained above

​

Arguments:

w -- weights, a numpy array of size (num\_px \* num\_px \* 3, 1)

b -- bias, a scalar

X -- data of size (num\_px \* num\_px \* 3, number of examples)

Y -- true "label" vector (containing 0 if non-cat, 1 if cat) of size (1, number of examples)

​

Return:

cost -- negative log-likelihood cost for logistic regression

dw -- gradient of the loss with respect to w, thus same shape as w

db -- gradient of the loss with respect to b, thus same shape as b

Tips:

- Write your code step by step for the propagation. np.log(), np.dot()

"""

m = X.shape[1]

*# FORWARD PROPAGATION (FROM X TO COST)*

*### START CODE HERE ### (≈ 2 lines of code)*

A = sigmoid(np.dot(w.T, X) **+** b) *# compute activation*

cost = **-**1 **/** m **\*** (np.dot(Y, np.log(A).T) **+** np.dot((1 **-** Y), np.log(1 **-** A).T)) *# compute cost*

*#cost = -1 / m \* np.sum(Y \* np.log(A) + (1 - Y) \* np.log(1 - A), axis = 1, keepdims = True)*

*### END CODE HERE ###*

*# BACKWARD PROPAGATION (TO FIND GRAD)*

*### START CODE HERE ### (≈ 2 lines of code)*

dw = 1 **/** m **\***(np.dot(X, (A **-** Y).T))

db = 1 **/** m **\***(np.sum(A **-** Y))

*### END CODE HERE ###*

​

**assert**(dw.shape == w.shape)

**assert**(db.dtype == float)

cost = np.squeeze(cost)

**assert**(cost.shape == ())

grads = {"dw": dw,

"db": db}

**return** grads, cost

In [33]:

w, b, X, Y = np.array([[1.],[2.]]), 2., np.array([[1.,2.,**-**1.],[3.,4.,**-**3.2]]), np.array([[1,0,1]])

grads, cost = propagate(w, b, X, Y)

print ("dw = " **+** str(grads["dw"]))

print ("db = " **+** str(grads["db"]))

print ("cost = " **+** str(cost))

dw = [[ 0.99845601]

[ 2.39507239]]

db = 0.00145557813678

cost = 5.801545319394553

**Expected Output**:

|  |  |
| --- | --- |
| **dw** | [[ 0.99845601] [ 2.39507239]] |
| **db** | 0.00145557813678 |
| **cost** | 5.801545319394553 |

**4.4 - Optimization**

* You have initialized your parameters.
* You are also able to compute a cost function and its gradient.
* Now, you want to update the parameters using gradient descent.

**Exercise:** Write down the optimization function. The goal is to learn ww and bb by minimizing the cost function JJ. For a parameter θθ, the update rule is θ=θ−α dθθ=θ−α dθ, where αα is the learning rate.

In [34]:

*# GRADED FUNCTION: optimize*

​

**def** optimize(w, b, X, Y, num\_iterations, learning\_rate, print\_cost = **False**):

"""

This function optimizes w and b by running a gradient descent algorithm

Arguments:

w -- weights, a numpy array of size (num\_px \* num\_px \* 3, 1)

b -- bias, a scalar

X -- data of shape (num\_px \* num\_px \* 3, number of examples)

Y -- true "label" vector (containing 0 if non-cat, 1 if cat), of shape (1, number of examples)

num\_iterations -- number of iterations of the optimization loop

learning\_rate -- learning rate of the gradient descent update rule

print\_cost -- True to print the loss every 100 steps

Returns:

params -- dictionary containing the weights w and bias b

grads -- dictionary containing the gradients of the weights and bias with respect to the cost function

costs -- list of all the costs computed during the optimization, this will be used to plot the learning curve.

Tips:

You basically need to write down two steps and iterate through them:

1) Calculate the cost and the gradient for the current parameters. Use propagate().

2) Update the parameters using gradient descent rule for w and b.

"""

costs = []

**for** i **in** range(num\_iterations):

*# Cost and gradient calculation (≈ 1-4 lines of code)*

*### START CODE HERE ###*

grads, cost = propagate(w, b, X, Y)

*### END CODE HERE ###*

*# Retrieve derivatives from grads*

dw = grads["dw"]

db = grads["db"]

*# update rule (≈ 2 lines of code)*

*### START CODE HERE ###*

w = w **-** learning\_rate **\*** dw

b = b **-** learning\_rate **\*** db

*### END CODE HERE ###*

*# Record the costs*

**if** i **%** 100 == 0:

costs.append(cost)

*# Print the cost every 100 training iterations*

**if** print\_cost **and** i **%** 100 == 0:

print ("Cost after iteration %i: %f" **%**(i, cost))

params = {"w": w,

"b": b}

grads = {"dw": dw,

"db": db}

**return** params, grads, costs

In [35]:

params, grads, costs = optimize(w, b, X, Y, num\_iterations= 100, learning\_rate = 0.009, print\_cost = **False**)

​

print ("w = " **+** str(params["w"]))

print ("b = " **+** str(params["b"]))

print ("dw = " **+** str(grads["dw"]))

print ("db = " **+** str(grads["db"]))

w = [[ 0.19033591]

[ 0.12259159]]

b = 1.92535983008

dw = [[ 0.67752042]

[ 1.41625495]]

db = 0.219194504541

**Expected Output**:

|  |  |
| --- | --- |
| **w** | [[ 0.19033591] [ 0.12259159]] |
| **b** | 1.92535983008 |
| **dw** | [[ 0.67752042] [ 1.41625495]] |
| **db** | 0.219194504541 |

**Exercise:** The previous function will output the learned w and b. We are able to use w and b to predict the labels for a dataset X. Implement the predict() function. There are two steps to computing predictions:

1. Calculate Ŷ =A=σ(wTX+b)Y^=A=σ(wTX+b)
2. Convert the entries of a into 0 (if activation <= 0.5) or 1 (if activation > 0.5), stores the predictions in a vector Y\_prediction. If you wish, you can use an if/else statement in a for loop (though there is also a way to vectorize this).

In [36]:

*# GRADED FUNCTION: predict*

​

**def** predict(w, b, X):

'''

Predict whether the label is 0 or 1 using learned logistic regression parameters (w, b)

Arguments:

w -- weights, a numpy array of size (num\_px \* num\_px \* 3, 1)

b -- bias, a scalar

X -- data of size (num\_px \* num\_px \* 3, number of examples)

Returns:

Y\_prediction -- a numpy array (vector) containing all predictions (0/1) for the examples in X

'''

m = X.shape[1]

Y\_prediction = np.zeros((1,m))

w = w.reshape(X.shape[0], 1)

*# Compute vector "A" predicting the probabilities of a cat being present in the picture*

*### START CODE HERE ### (≈ 1 line of code)*

A = sigmoid(np.dot(w.T, X) **+** b)

*### END CODE HERE ###*

**for** i **in** range(A.shape[1]):

*# Convert probabilities A[0,i] to actual predictions p[0,i]*

*### START CODE HERE ### (≈ 4 lines of code)*

Y\_prediction[0, i] = np.where(A[0, i] **>** 0.5, 1, 0)

*#if A[0][i] > 0.5:*

*# Y\_prediction[0][i] = 1*

*#else:*

*# Y\_prediction[0][i] = 0*

*### END CODE HERE ###*

**assert**(Y\_prediction.shape == (1, m))

**return** Y\_prediction

In [37]:

w = np.array([[0.1124579],[0.23106775]])

b = **-**0.3

X = np.array([[1.,**-**1.1,**-**3.2],[1.2,2.,0.1]])

print ("predictions = " **+** str(predict(w, b, X)))

predictions = [[ 1. 1. 0.]]

**Expected Output**:

|  |  |
| --- | --- |
| **predictions** | [[ 1. 1. 0.]] |

**What to remember:** You've implemented several functions that:

* Initialize (w,b)
* Optimize the loss iteratively to learn parameters (w,b):
  + computing the cost and its gradient
  + updating the parameters using gradient descent
* Use the learned (w,b) to predict the labels for a given set of examples

**5 - Merge all functions into a model**

You will now see how the overall model is structured by putting together all the building blocks (functions implemented in the previous parts) together, in the right order.

**Exercise:** Implement the model function. Use the following notation:

- Y\_prediction\_test for your predictions on the test set

- Y\_prediction\_train for your predictions on the train set

- w, costs, grads for the outputs of optimize()

In [38]:

*# GRADED FUNCTION: model*

​

**def** model(X\_train, Y\_train, X\_test, Y\_test, num\_iterations = 2000, learning\_rate = 0.5, print\_cost = **False**):

"""

Builds the logistic regression model by calling the function you've implemented previously

Arguments:

X\_train -- training set represented by a numpy array of shape (num\_px \* num\_px \* 3, m\_train)

Y\_train -- training labels represented by a numpy array (vector) of shape (1, m\_train)

X\_test -- test set represented by a numpy array of shape (num\_px \* num\_px \* 3, m\_test)

Y\_test -- test labels represented by a numpy array (vector) of shape (1, m\_test)

num\_iterations -- hyperparameter representing the number of iterations to optimize the parameters

learning\_rate -- hyperparameter representing the learning rate used in the update rule of optimize()

print\_cost -- Set to true to print the cost every 100 iterations

Returns:

d -- dictionary containing information about the model.

"""

*### START CODE HERE ###*

*# initialize parameters with zeros (≈ 1 line of code)*

w, b = initialize\_with\_zeros(X\_train.shape[0])

​

*# Gradient descent (≈ 1 line of code)*

parameters, grads, costs = optimize(w, b, X\_train, Y\_train, num\_iterations, learning\_rate, print\_cost)

*# Retrieve parameters w and b from dictionary "parameters"*

w = parameters["w"]

b = parameters["b"]

*# Predict test/train set examples (≈ 2 lines of code)*

Y\_prediction\_test = predict(w, b, X\_test)

Y\_prediction\_train = predict(w, b, X\_train)

​

*### END CODE HERE ###*

​

*# Print train/test Errors*

print("train accuracy: {} %".format(100 **-** np.mean(np.abs(Y\_prediction\_train **-** Y\_train)) **\*** 100))

print("test accuracy: {} %".format(100 **-** np.mean(np.abs(Y\_prediction\_test **-** Y\_test)) **\*** 100))

​

d = {"costs": costs,

"Y\_prediction\_test": Y\_prediction\_test,

"Y\_prediction\_train" : Y\_prediction\_train,

"w" : w,

"b" : b,

"learning\_rate" : learning\_rate,

"num\_iterations": num\_iterations}

**return** d

Run the following cell to train your model.

In [39]:

d = model(train\_set\_x, train\_set\_y, test\_set\_x, test\_set\_y, num\_iterations = 2000, learning\_rate = 0.005, print\_cost = **True**)

Cost after iteration 0: 0.693147

Cost after iteration 100: 0.584508

Cost after iteration 200: 0.466949

Cost after iteration 300: 0.376007

Cost after iteration 400: 0.331463

Cost after iteration 500: 0.303273

Cost after iteration 600: 0.279880

Cost after iteration 700: 0.260042

Cost after iteration 800: 0.242941

Cost after iteration 900: 0.228004

Cost after iteration 1000: 0.214820

Cost after iteration 1100: 0.203078

Cost after iteration 1200: 0.192544

Cost after iteration 1300: 0.183033

Cost after iteration 1400: 0.174399

Cost after iteration 1500: 0.166521

Cost after iteration 1600: 0.159305

Cost after iteration 1700: 0.152667

Cost after iteration 1800: 0.146542

Cost after iteration 1900: 0.140872

train accuracy: 99.04306220095694 %

test accuracy: 70.0 %

**Expected Output**:

|  |  |
| --- | --- |
| **Cost after iteration 0** | 0.693147 |
| ⋮⋮ | ⋮⋮ |
| **Train Accuracy** | 99.04306220095694 % |
| **Test Accuracy** | 70.0 % |

**Comment**: Training accuracy is close to 100%. This is a good sanity check: your model is working and has high enough capacity to fit the training data. Test accuracy is 68%. It is actually not bad for this simple model, given the small dataset we used and that logistic regression is a linear classifier. But no worries, you'll build an even better classifier next week!

Also, you see that the model is clearly overfitting the training data. Later in this specialization you will learn how to reduce overfitting, for example by using regularization. Using the code below (and changing the index variable) you can look at predictions on pictures of the test set.

In [40]:

*# Example of a picture that was wrongly classified.*

index = 1

plt.imshow(test\_set\_x[:,index].reshape((num\_px, num\_px, 3)))

print ("y = " **+** str(test\_set\_y[0,index]) **+** ", you predicted that it is a \"" **+** classes[d["Y\_prediction\_test"][0,index]].decode("utf-8") **+** "\" picture.")

y = 1, you predicted that it is a "cat" picture.
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Let's also plot the cost function and the gradients.

In [41]:

*# Plot learning curve (with costs)*

costs = np.squeeze(d['costs'])

plt.plot(costs)

plt.ylabel('cost')

plt.xlabel('iterations (per hundreds)')

plt.title("Learning rate =" **+** str(d["learning\_rate"]))

plt.show()
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**Interpretation**: You can see the cost decreasing. It shows that the parameters are being learned. However, you see that you could train the model even more on the training set. Try to increase the number of iterations in the cell above and rerun the cells. You might see that the training set accuracy goes up, but the test set accuracy goes down. This is called overfitting.

**6 - Further analysis (optional/ungraded exercise)**

Congratulations on building your first image classification model. Let's analyze it further, and examine possible choices for the learning rate αα.

**Choice of learning rate**

**Reminder**: In order for Gradient Descent to work you must choose the learning rate wisely. The learning rate αα determines how rapidly we update the parameters. If the learning rate is too large we may "overshoot" the optimal value. Similarly, if it is too small we will need too many iterations to converge to the best values. That's why it is crucial to use a well-tuned learning rate.

Let's compare the learning curve of our model with several choices of learning rates. Run the cell below. This should take about 1 minute. Feel free also to try different values than the three we have initialized the learning\_rates variable to contain, and see what happens.

In [42]:

learning\_rates = [0.01, 0.001, 0.0001]

models = {}

**for** i **in** learning\_rates:

print ("learning rate is: " **+** str(i))

models[str(i)] = model(train\_set\_x, train\_set\_y, test\_set\_x, test\_set\_y, num\_iterations = 1500, learning\_rate = i, print\_cost = **False**)

print ('\n' **+** "-------------------------------------------------------" **+** '\n')

​

**for** i **in** learning\_rates:

plt.plot(np.squeeze(models[str(i)]["costs"]), label= str(models[str(i)]["learning\_rate"]))

​

plt.ylabel('cost')

plt.xlabel('iterations (hundreds)')

​

legend = plt.legend(loc='upper center', shadow=**True**)

frame = legend.get\_frame()

frame.set\_facecolor('0.90')

plt.show()

learning rate is: 0.01

train accuracy: 99.52153110047847 %

test accuracy: 68.0 %

-------------------------------------------------------

learning rate is: 0.001

train accuracy: 88.99521531100478 %

test accuracy: 64.0 %

-------------------------------------------------------

learning rate is: 0.0001

train accuracy: 68.42105263157895 %

test accuracy: 36.0 %

-------------------------------------------------------
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**Interpretation**:

* Different learning rates give different costs and thus different predictions results.
* If the learning rate is too large (0.01), the cost may oscillate up and down. It may even diverge (though in this example, using 0.01 still eventually ends up at a good value for the cost).
* A lower cost doesn't mean a better model. You have to check if there is possibly overfitting. It happens when the training accuracy is a lot higher than the test accuracy.
* In deep learning, we usually recommend that you:
  + Choose the learning rate that better minimizes the cost function.
  + If your model overfits, use other techniques to reduce overfitting. (We'll talk about this in later videos.)

**7 - Test with your own image (optional/ungraded exercise)**

Congratulations on finishing this assignment. You can use your own image and see the output of your model. To do that:

1. Click on "File" in the upper bar of this notebook, then click "Open" to go on your Coursera Hub.

2. Add your image to this Jupyter Notebook's directory, in the "images" folder

3. Change your image's name in the following code

4. Run the code and check if the algorithm is right (1 = cat, 0 = non-cat)!

In [43]:

*## START CODE HERE ## (PUT YOUR IMAGE NAME)*

my\_image = "whity.jpeg" *# change this to the name of your image file*

*## END CODE HERE ##*

​

*# We preprocess the image to fit your algorithm.*

fname = "images/" **+** my\_image

image = np.array(ndimage.imread(fname, flatten=**False**))

image = image**/**255.

my\_image = scipy.misc.imresize(image, size=(num\_px,num\_px)).reshape((1, num\_px**\***num\_px**\***3)).T

my\_predicted\_image = predict(d["w"], d["b"], my\_image)

​

plt.imshow(image)

print("y = " **+** str(np.squeeze(my\_predicted\_image)) **+** ", your algorithm predicts a \"" **+** classes[int(np.squeeze(my\_predicted\_image)),].decode("utf-8") **+** "\" picture.")

---------------------------------------------------------------------------

FileNotFoundError Traceback (most recent call last)

<ipython-input-43-44478d0eed10> in <module>()

**5** # We preprocess the image to fit your algorithm.

**6** fname = "images/" + my\_image

----> 7 image = np.array(ndimage.imread(fname, flatten=False))

**8** image = image/255.

**9** my\_image = scipy.misc.imresize(image, size=(num\_px,num\_px)).reshape((1, num\_px\*num\_px\*3)).T

/opt/conda/lib/python3.6/site-packages/scipy/ndimage/io.py in imread(fname, flatten, mode)

**22** def imread(fname, flatten=False, mode=None):

**23** if \_have\_pil:

---> 24 return \_imread(fname, flatten, mode)

**25** raise ImportError("Could not import the Python Imaging Library (PIL)"

**26** " required to load image files. Please refer to"

/opt/conda/lib/python3.6/site-packages/scipy/misc/pilutil.py in imread(name, flatten, mode)

**152** """

**153**

--> 154 im = Image.open(name)

**155** return fromimage(im, flatten=flatten, mode=mode)

**156**

/opt/conda/lib/python3.6/site-packages/PIL/Image.py in open(fp, mode)

**2310**

**2311** if filename:

-> 2312 fp = builtins.open(filename, "rb")

**2313**

**2314** try:

FileNotFoundError: [Errno 2] No such file or directory: 'images/whity.jpeg'

**What to remember from this assignment:**

1. Preprocessing the dataset is important.
2. You implemented each function separately: initialize(), propagate(), optimize(). Then you built a model().
3. Tuning the learning rate (which is an example of a "hyperparameter") can make a big difference to the algorithm. You will see more examples of this later in this course!

Finally, if you'd like, we invite you to try different things on this Notebook. Make sure you submit before trying anything. Once you submit, things you can play with include:

- Play with the learning rate and the number of iterations

- Try different initialization methods and compare the results

- Test other preprocessings (center the data, or divide each row by its standard deviation)

Bibliography:

* <http://www.wildml.com/2015/09/implementing-a-neural-network-from-scratch/>
* <https://stats.stackexchange.com/questions/211436/why-do-we-normalize-images-by-subtracting-the-datasets-image-mean-and-not-the-c>

**Logistic Regression with a Neural Network mindset**[**¶**](https://ukoudwsv.labs.coursera.org/notebooks/Week%202/Logistic%20Regression%20as%20a%20Neural%20Network/Logistic_Regression_with_a_Neural_Network_mindset_v6a.ipynb#Logistic-Regression-with-a-Neural-Network-mindset)

Welcome to your first (required) programming assignment! You will build a logistic regression classifier to recognize cats. This assignment will step you through how to do this with a Neural Network mindset, and so will also hone your intuitions about deep learning.

**Instructions:**

* Do not use loops (for/while) in your code, unless the instructions explicitly ask you to do so.

**You will learn to:**

* Build the general architecture of a learning algorithm, including:
  + Initializing parameters
  + Calculating the cost function and its gradient
  + Using an optimization algorithm (gradient descent)
* Gather all three functions above into a main model function, in the right order.

**Updates**

This notebook has been updated over the past few months. The prior version was named "v5", and the current versionis now named '6a'

**If you were working on a previous version:**

* You can find your prior work by looking in the file directory for the older files (named by version name).
* To view the file directory, click on the "Coursera" icon in the top left corner of this notebook.
* Please copy your work from the older versions to the new version, in order to submit your work for grading.

**List of Updates**

* Forward propagation formula, indexing now starts at 1 instead of 0.
* Optimization function comment now says "print cost every 100 training iterations" instead of "examples".
* Fixed grammar in the comments.
* Y\_prediction\_test variable name is used consistently.
* Plot's axis label now says "iterations (hundred)" instead of "iterations".
* When testing the model, the test image is normalized by dividing by 255.

**1 - Packages**

First, let's run the cell below to import all the packages that you will need during this assignment.

* [numpy](https://ukoudwsv.labs.coursera.org/notebooks/Week%202/Logistic%20Regression%20as%20a%20Neural%20Network/www.numpy.org) is the fundamental package for scientific computing with Python.
* [h5py](http://www.h5py.org/) is a common package to interact with a dataset that is stored on an H5 file.
* [matplotlib](http://matplotlib.org/) is a famous library to plot graphs in Python.
* [PIL](http://www.pythonware.com/products/pil/) and [scipy](https://www.scipy.org/) are used here to test your model with your own picture at the end.

In [45]:

**import** numpy **as** np

**import** matplotlib.pyplot **as** plt

**import** h5py

**import** scipy

**from** PIL **import** Image

**from** scipy **import** ndimage

**from** lr\_utils **import** load\_dataset

​

**%**matplotlib inline

**2 - Overview of the Problem set**

**Problem Statement**: You are given a dataset ("data.h5") containing:

- a training set of m\_train images labeled as cat (y=1) or non-cat (y=0)

- a test set of m\_test images labeled as cat or non-cat

- each image is of shape (num\_px, num\_px, 3) where 3 is for the 3 channels (RGB). Thus, each image is square (height = num\_px) and (width = num\_px).

You will build a simple image-recognition algorithm that can correctly classify pictures as cat or non-cat.

Let's get more familiar with the dataset. Load the data by running the following code.

In [46]:

*# Loading the data (cat/non-cat)*

train\_set\_x\_orig, train\_set\_y, test\_set\_x\_orig, test\_set\_y, classes = load\_dataset()

We added "\_orig" at the end of image datasets (train and test) because we are going to preprocess them. After preprocessing, we will end up with train\_set\_x and test\_set\_x (the labels train\_set\_y and test\_set\_y don't need any preprocessing).

Each line of your train\_set\_x\_orig and test\_set\_x\_orig is an array representing an image. You can visualize an example by running the following code. Feel free also to change the index value and re-run to see other images.

In [47]:

*# Example of a picture*

index = 7

plt.imshow(train\_set\_x\_orig[index])

print ("y = " **+** str(train\_set\_y[:, index]) **+** ", it's a '" **+** classes[np.squeeze(train\_set\_y[:, index])].decode("utf-8") **+** "' picture.")

y = [1], it's a 'cat' picture.

![A cat that is looking at the camera

Description automatically generated](data:image/png;base64,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)

Many software bugs in deep learning come from having matrix/vector dimensions that don't fit. If you can keep your matrix/vector dimensions straight you will go a long way toward eliminating many bugs.

**Exercise:** Find the values for:

- m\_train (number of training examples)

- m\_test (number of test examples)

- num\_px (= height = width of a training image)

Remember that train\_set\_x\_orig is a numpy-array of shape (m\_train, num\_px, num\_px, 3). For instance, you can access m\_train by writing train\_set\_x\_orig.shape[0].

In [48]:

*### START CODE HERE ### (≈ 3 lines of code)*

m\_train = train\_set\_x\_orig.shape[0]

m\_test = test\_set\_x\_orig.shape[0]

num\_px = train\_set\_x\_orig.shape[1]

*### END CODE HERE ###*

​

print ("Number of training examples: m\_train = " **+** str(m\_train))

print ("Number of testing examples: m\_test = " **+** str(m\_test))

print ("Height/Width of each image: num\_px = " **+** str(num\_px))

print ("Each image is of size: (" **+** str(num\_px) **+** ", " **+** str(num\_px) **+** ", 3)")

print ("train\_set\_x shape: " **+** str(train\_set\_x\_orig.shape))

print ("train\_set\_y shape: " **+** str(train\_set\_y.shape))

print ("test\_set\_x shape: " **+** str(test\_set\_x\_orig.shape))

print ("test\_set\_y shape: " **+** str(test\_set\_y.shape))

Number of training examples: m\_train = 209

Number of testing examples: m\_test = 50

Height/Width of each image: num\_px = 64

Each image is of size: (64, 64, 3)

train\_set\_x shape: (209, 64, 64, 3)

train\_set\_y shape: (1, 209)

test\_set\_x shape: (50, 64, 64, 3)

test\_set\_y shape: (1, 50)

**Expected Output for m\_train, m\_test and num\_px**:

|  |  |
| --- | --- |
| **m\_train** | 209 |
| **m\_test** | 50 |
| **num\_px** | 64 |

For convenience, you should now reshape images of shape (num\_px, num\_px, 3) in a numpy-array of shape (num\_px ∗∗ num\_px ∗∗ 3, 1). After this, our training (and test) dataset is a numpy-array where each column represents a flattened image. There should be m\_train (respectively m\_test) columns.

**Exercise:** Reshape the training and test data sets so that images of size (num\_px, num\_px, 3) are flattened into single vectors of shape (num\_px ∗∗ num\_px ∗∗ 3, 1).

A trick when you want to flatten a matrix X of shape (a,b,c,d) to a matrix X\_flatten of shape (b∗∗c∗∗d, a) is to use:

X\_flatten = X.reshape(X.shape[0], **-**1).T *# X.T is the transpose of X*

In [49]:

*# Reshape the training and test examples*

​

*### START CODE HERE ### (≈ 2 lines of code)*

train\_set\_x\_flatten = train\_set\_x\_orig.reshape(train\_set\_x\_orig.shape[0], **-**1).T

test\_set\_x\_flatten = test\_set\_x\_orig.reshape(test\_set\_x\_orig.shape[0], **-**1).T

*### END CODE HERE ###*

​

print ("train\_set\_x\_flatten shape: " **+** str(train\_set\_x\_flatten.shape))

print ("train\_set\_y shape: " **+** str(train\_set\_y.shape))

print ("test\_set\_x\_flatten shape: " **+** str(test\_set\_x\_flatten.shape))

print ("test\_set\_y shape: " **+** str(test\_set\_y.shape))

print ("sanity check after reshaping: " **+** str(train\_set\_x\_flatten[0:5,0]))

train\_set\_x\_flatten shape: (12288, 209)

train\_set\_y shape: (1, 209)

test\_set\_x\_flatten shape: (12288, 50)

test\_set\_y shape: (1, 50)

sanity check after reshaping: [17 31 56 22 33]

**Expected Output**:

|  |  |
| --- | --- |
| **train\_set\_x\_flatten shape** | (12288, 209) |
| **train\_set\_y shape** | (1, 209) |
| **test\_set\_x\_flatten shape** | (12288, 50) |
| **test\_set\_y shape** | (1, 50) |
| **sanity check after reshaping** | [17 31 56 22 33] |

To represent color images, the red, green and blue channels (RGB) must be specified for each pixel, and so the pixel value is actually a vector of three numbers ranging from 0 to 255.

One common preprocessing step in machine learning is to center and standardize your dataset, meaning that you substract the mean of the whole numpy array from each example, and then divide each example by the standard deviation of the whole numpy array. But for picture datasets, it is simpler and more convenient and works almost as well to just divide every row of the dataset by 255 (the maximum value of a pixel channel).

Let's standardize our dataset.

In [50]:

train\_set\_x = train\_set\_x\_flatten**/**255.

test\_set\_x = test\_set\_x\_flatten**/**255.

**What you need to remember:**

Common steps for pre-processing a new dataset are:

* Figure out the dimensions and shapes of the problem (m\_train, m\_test, num\_px, ...)
* Reshape the datasets such that each example is now a vector of size (num\_px \* num\_px \* 3, 1)
* "Standardize" the data

**3 - General Architecture of the learning algorithm**

It's time to design a simple algorithm to distinguish cat images from non-cat images.

You will build a Logistic Regression, using a Neural Network mindset. The following Figure explains why **Logistic Regression is actually a very simple Neural Network!**

**Mathematical expression of the algorithm**:

For one example x(i)x(i):

z(i)=wTx(i)+b(1)(1)z(i)=wTx(i)+b

ŷ (i)=a(i)=sigmoid(z(i))(2)(2)y^(i)=a(i)=sigmoid(z(i))

(a(i),y(i))=−y(i)log(a(i))−(1−y(i))log(1−a(i))(3)(3)L(a(i),y(i))=−y(i)log⁡(a(i))−(1−y(i))log⁡(1−a(i))

The cost is then computed by summing over all training examples:

J=1m∑i=1m(a(i),y(i))(6)(6)J=1m∑i=1mL(a(i),y(i))

**Key steps**: In this exercise, you will carry out the following steps:

- Initialize the parameters of the model

- Learn the parameters for the model by minimizing the cost

- Use the learned parameters to make predictions (on the test set)

- Analyse the results and conclude

**4 - Building the parts of our algorithm**

The main steps for building a Neural Network are:

1. Define the model structure (such as number of input features)
2. Initialize the model's parameters
3. Loop:
   * Calculate current loss (forward propagation)
   * Calculate current gradient (backward propagation)
   * Update parameters (gradient descent)

You often build 1-3 separately and integrate them into one function we call model().

**4.1 - Helper functions**

**Exercise**: Using your code from "Python Basics", implement sigmoid(). As you've seen in the figure above, you need to compute sigmoid(wTx+b)=11+e−(wTx+b)sigmoid(wTx+b)=11+e−(wTx+b) to make predictions. Use np.exp().

In [51]:

*# GRADED FUNCTION: sigmoid*

​

**def** sigmoid(z):

"""

Compute the sigmoid of z

​

Arguments:

z -- A scalar or numpy array of any size.

​

Return:

s -- sigmoid(z)

"""

​

*### START CODE HERE ### (≈ 1 line of code)*

s = 1 **/** (1 **+** np.exp(**-**z))

*### END CODE HERE ###*

**return** s

In [52]:

print ("sigmoid([0, 2]) = " **+** str(sigmoid(np.array([0,2]))))

sigmoid([0, 2]) = [ 0.5 0.88079708]

**Expected Output**:

|  |  |
| --- | --- |
| **sigmoid([0, 2])** | [ 0.5 0.88079708] |

**4.2 - Initializing parameters**

**Exercise:** Implement parameter initialization in the cell below. You have to initialize w as a vector of zeros. If you don't know what numpy function to use, look up np.zeros() in the Numpy library's documentation.

In [53]:

*# GRADED FUNCTION: initialize\_with\_zeros*

​

**def** initialize\_with\_zeros(dim):

"""

This function creates a vector of zeros of shape (dim, 1) for w and initializes b to 0.

Argument:

dim -- size of the w vector we want (or number of parameters in this case)

Returns:

w -- initialized vector of shape (dim, 1)

b -- initialized scalar (corresponds to the bias)

"""

*### START CODE HERE ### (≈ 1 line of code)*

w = np.zeros((dim, 1))

b = 0

*### END CODE HERE ###*

​

**assert**(w.shape == (dim, 1))

**assert**(isinstance(b, float) **or** isinstance(b, int))

**return** w, b

In [54]:

dim = 2

w, b = initialize\_with\_zeros(dim)

print ("w = " **+** str(w))

print ("b = " **+** str(b))

w = [[ 0.]

[ 0.]]

b = 0

**Expected Output**:

|  |  |
| --- | --- |
| **w** | [[ 0.] [ 0.]] |
| **b** | 0 |

For image inputs, w will be of shape (num\_px ×× num\_px ×× 3, 1).

**4.3 - Forward and Backward propagation**

Now that your parameters are initialized, you can do the "forward" and "backward" propagation steps for learning the parameters.

**Exercise:** Implement a function propagate() that computes the cost function and its gradient.

**Hints**:

Forward Propagation:

* You get X
* You compute A=σ(wTX+b)=(a(1),a(2),...,a(m−1),a(m))A=σ(wTX+b)=(a(1),a(2),...,a(m−1),a(m))
* You calculate the cost function: J=−1m∑mi=1y(i)log(a(i))+(1−y(i))log(1−a(i))J=−1m∑i=1my(i)log⁡(a(i))+(1−y(i))log⁡(1−a(i))

Here are the two formulas you will be using:

∂J∂w=1mX(A−Y)T(7)(7)∂J∂w=1mX(A−Y)T

∂J∂b=1m∑i=1m(a(i)−y(i))(8)(8)∂J∂b=1m∑i=1m(a(i)−y(i))

In [55]:

*# GRADED FUNCTION: propagate*

​

**def** propagate(w, b, X, Y):

"""

Implement the cost function and its gradient for the propagation explained above

​

Arguments:

w -- weights, a numpy array of size (num\_px \* num\_px \* 3, 1)

b -- bias, a scalar

X -- data of size (num\_px \* num\_px \* 3, number of examples)

Y -- true "label" vector (containing 0 if non-cat, 1 if cat) of size (1, number of examples)

​

Return:

cost -- negative log-likelihood cost for logistic regression

dw -- gradient of the loss with respect to w, thus same shape as w

db -- gradient of the loss with respect to b, thus same shape as b

Tips:

- Write your code step by step for the propagation. np.log(), np.dot()

"""

m = X.shape[1]

*# FORWARD PROPAGATION (FROM X TO COST)*

*### START CODE HERE ### (≈ 2 lines of code)*

A = sigmoid(np.dot(w.T, X) **+** b) *# compute activation*

cost = **-**1 **/** m **\*** (np.dot(Y, np.log(A).T) **+** np.dot((1 **-** Y), np.log(1 **-** A).T)) *# compute cost*

*#cost = -1 / m \* np.sum(Y \* np.log(A) + (1 - Y) \* np.log(1 - A), axis = 1, keepdims = True)*

*### END CODE HERE ###*

*# BACKWARD PROPAGATION (TO FIND GRAD)*

*### START CODE HERE ### (≈ 2 lines of code)*

dw = 1 **/** m **\***(np.dot(X, (A **-** Y).T))

db = 1 **/** m **\***(np.sum(A **-** Y))

*### END CODE HERE ###*

​

**assert**(dw.shape == w.shape)

**assert**(db.dtype == float)

cost = np.squeeze(cost)

**assert**(cost.shape == ())

grads = {"dw": dw,

"db": db}

**return** grads, cost

In [56]:

w, b, X, Y = np.array([[1.],[2.]]), 2., np.array([[1.,2.,**-**1.],[3.,4.,**-**3.2]]), np.array([[1,0,1]])

grads, cost = propagate(w, b, X, Y)

print ("dw = " **+** str(grads["dw"]))

print ("db = " **+** str(grads["db"]))

print ("cost = " **+** str(cost))

dw = [[ 0.99845601]

[ 2.39507239]]

db = 0.00145557813678

cost = 5.801545319394553

**Expected Output**:

|  |  |
| --- | --- |
| **dw** | [[ 0.99845601] [ 2.39507239]] |
| **db** | 0.00145557813678 |
| **cost** | 5.801545319394553 |

**4.4 - Optimization**

* You have initialized your parameters.
* You are also able to compute a cost function and its gradient.
* Now, you want to update the parameters using gradient descent.

**Exercise:** Write down the optimization function. The goal is to learn ww and bb by minimizing the cost function JJ. For a parameter θθ, the update rule is θ=θ−α dθθ=θ−α dθ, where αα is the learning rate.

In [57]:

*# GRADED FUNCTION: optimize*

​

**def** optimize(w, b, X, Y, num\_iterations, learning\_rate, print\_cost = **False**):

"""

This function optimizes w and b by running a gradient descent algorithm

Arguments:

w -- weights, a numpy array of size (num\_px \* num\_px \* 3, 1)

b -- bias, a scalar

X -- data of shape (num\_px \* num\_px \* 3, number of examples)

Y -- true "label" vector (containing 0 if non-cat, 1 if cat), of shape (1, number of examples)

num\_iterations -- number of iterations of the optimization loop

learning\_rate -- learning rate of the gradient descent update rule

print\_cost -- True to print the loss every 100 steps

Returns:

params -- dictionary containing the weights w and bias b

grads -- dictionary containing the gradients of the weights and bias with respect to the cost function

costs -- list of all the costs computed during the optimization, this will be used to plot the learning curve.

Tips:

You basically need to write down two steps and iterate through them:

1) Calculate the cost and the gradient for the current parameters. Use propagate().

2) Update the parameters using gradient descent rule for w and b.

"""

costs = []

**for** i **in** range(num\_iterations):

*# Cost and gradient calculation (≈ 1-4 lines of code)*

*### START CODE HERE ###*

grads, cost = propagate(w, b, X, Y)

*### END CODE HERE ###*

*# Retrieve derivatives from grads*

dw = grads["dw"]

db = grads["db"]

*# update rule (≈ 2 lines of code)*

*### START CODE HERE ###*

w = w **-** learning\_rate **\*** dw

b = b **-** learning\_rate **\*** db

*### END CODE HERE ###*

*# Record the costs*

**if** i **%** 100 == 0:

costs.append(cost)

*# Print the cost every 100 training iterations*

**if** print\_cost **and** i **%** 100 == 0:

print ("Cost after iteration %i: %f" **%**(i, cost))

params = {"w": w,

"b": b}

grads = {"dw": dw,

"db": db}

**return** params, grads, costs

In [58]:

params, grads, costs = optimize(w, b, X, Y, num\_iterations= 100, learning\_rate = 0.009, print\_cost = **False**)

​

print ("w = " **+** str(params["w"]))

print ("b = " **+** str(params["b"]))

print ("dw = " **+** str(grads["dw"]))

print ("db = " **+** str(grads["db"]))

w = [[ 0.19033591]

[ 0.12259159]]

b = 1.92535983008

dw = [[ 0.67752042]

[ 1.41625495]]

db = 0.219194504541

**Expected Output**:

|  |  |
| --- | --- |
| **w** | [[ 0.19033591] [ 0.12259159]] |
| **b** | 1.92535983008 |
| **dw** | [[ 0.67752042] [ 1.41625495]] |
| **db** | 0.219194504541 |

**Exercise:** The previous function will output the learned w and b. We are able to use w and b to predict the labels for a dataset X. Implement the predict() function. There are two steps to computing predictions:

1. Calculate Ŷ =A=σ(wTX+b)Y^=A=σ(wTX+b)
2. Convert the entries of a into 0 (if activation <= 0.5) or 1 (if activation > 0.5), stores the predictions in a vector Y\_prediction. If you wish, you can use an if/else statement in a for loop (though there is also a way to vectorize this).

In [59]:

*# GRADED FUNCTION: predict*

​

**def** predict(w, b, X):

'''

Predict whether the label is 0 or 1 using learned logistic regression parameters (w, b)

Arguments:

w -- weights, a numpy array of size (num\_px \* num\_px \* 3, 1)

b -- bias, a scalar

X -- data of size (num\_px \* num\_px \* 3, number of examples)

Returns:

Y\_prediction -- a numpy array (vector) containing all predictions (0/1) for the examples in X

'''

m = X.shape[1]

Y\_prediction = np.zeros((1,m))

w = w.reshape(X.shape[0], 1)

*# Compute vector "A" predicting the probabilities of a cat being present in the picture*

*### START CODE HERE ### (≈ 1 line of code)*

A = sigmoid(np.dot(w.T, X) **+** b)

*### END CODE HERE ###*

**for** i **in** range(A.shape[1]):

*# Convert probabilities A[0,i] to actual predictions p[0,i]*

*### START CODE HERE ### (≈ 4 lines of code)*

Y\_prediction[0, i] = np.where(A[0, i] **>** 0.5, 1, 0)

*#if A[0][i] > 0.5:*

*# Y\_prediction[0][i] = 1*

*#else:*

*# Y\_prediction[0][i] = 0*

*### END CODE HERE ###*

**assert**(Y\_prediction.shape == (1, m))

**return** Y\_prediction

In [60]:

w = np.array([[0.1124579],[0.23106775]])

b = **-**0.3

X = np.array([[1.,**-**1.1,**-**3.2],[1.2,2.,0.1]])

print ("predictions = " **+** str(predict(w, b, X)))

predictions = [[ 1. 1. 0.]]

**Expected Output**:

|  |  |
| --- | --- |
| **predictions** | [[ 1. 1. 0.]] |

**What to remember:** You've implemented several functions that:

* Initialize (w,b)
* Optimize the loss iteratively to learn parameters (w,b):
  + computing the cost and its gradient
  + updating the parameters using gradient descent
* Use the learned (w,b) to predict the labels for a given set of examples

**5 - Merge all functions into a model**

You will now see how the overall model is structured by putting together all the building blocks (functions implemented in the previous parts) together, in the right order.

**Exercise:** Implement the model function. Use the following notation:

- Y\_prediction\_test for your predictions on the test set

- Y\_prediction\_train for your predictions on the train set

- w, costs, grads for the outputs of optimize()

In [61]:

*# GRADED FUNCTION: model*

​

**def** model(X\_train, Y\_train, X\_test, Y\_test, num\_iterations = 2000, learning\_rate = 0.5, print\_cost = **False**):

"""

Builds the logistic regression model by calling the function you've implemented previously

Arguments:

X\_train -- training set represented by a numpy array of shape (num\_px \* num\_px \* 3, m\_train)

Y\_train -- training labels represented by a numpy array (vector) of shape (1, m\_train)

X\_test -- test set represented by a numpy array of shape (num\_px \* num\_px \* 3, m\_test)

Y\_test -- test labels represented by a numpy array (vector) of shape (1, m\_test)

num\_iterations -- hyperparameter representing the number of iterations to optimize the parameters

learning\_rate -- hyperparameter representing the learning rate used in the update rule of optimize()

print\_cost -- Set to true to print the cost every 100 iterations

Returns:

d -- dictionary containing information about the model.

"""

*### START CODE HERE ###*

*# initialize parameters with zeros (≈ 1 line of code)*

w, b = initialize\_with\_zeros(X\_train.shape[0])

​

*# Gradient descent (≈ 1 line of code)*

parameters, grads, costs = optimize(w, b, X\_train, Y\_train, num\_iterations, learning\_rate, print\_cost)

*# Retrieve parameters w and b from dictionary "parameters"*

w = parameters["w"]

b = parameters["b"]

*# Predict test/train set examples (≈ 2 lines of code)*

Y\_prediction\_test = predict(w, b, X\_test)

Y\_prediction\_train = predict(w, b, X\_train)

​

*### END CODE HERE ###*

​

*# Print train/test Errors*

print("train accuracy: {} %".format(100 **-** np.mean(np.abs(Y\_prediction\_train **-** Y\_train)) **\*** 100))

print("test accuracy: {} %".format(100 **-** np.mean(np.abs(Y\_prediction\_test **-** Y\_test)) **\*** 100))

​

d = {"costs": costs,

"Y\_prediction\_test": Y\_prediction\_test,

"Y\_prediction\_train" : Y\_prediction\_train,

"w" : w,

"b" : b,

"learning\_rate" : learning\_rate,

"num\_iterations": num\_iterations}

**return** d

Run the following cell to train your model.

In [62]:

d = model(train\_set\_x, train\_set\_y, test\_set\_x, test\_set\_y, num\_iterations = 2000, learning\_rate = 0.005, print\_cost = **True**)

Cost after iteration 0: 0.693147

Cost after iteration 100: 0.584508

Cost after iteration 200: 0.466949

Cost after iteration 300: 0.376007

Cost after iteration 400: 0.331463

Cost after iteration 500: 0.303273

Cost after iteration 600: 0.279880

Cost after iteration 700: 0.260042

Cost after iteration 800: 0.242941

Cost after iteration 900: 0.228004

Cost after iteration 1000: 0.214820

Cost after iteration 1100: 0.203078

Cost after iteration 1200: 0.192544

Cost after iteration 1300: 0.183033

Cost after iteration 1400: 0.174399

Cost after iteration 1500: 0.166521

Cost after iteration 1600: 0.159305

Cost after iteration 1700: 0.152667

Cost after iteration 1800: 0.146542

Cost after iteration 1900: 0.140872

train accuracy: 99.04306220095694 %

test accuracy: 70.0 %

**Expected Output**:

|  |  |
| --- | --- |
| **Cost after iteration 0** | 0.693147 |
| ⋮⋮ | ⋮⋮ |
| **Train Accuracy** | 99.04306220095694 % |
| **Test Accuracy** | 70.0 % |

**Comment**: Training accuracy is close to 100%. This is a good sanity check: your model is working and has high enough capacity to fit the training data. Test accuracy is 68%. It is actually not bad for this simple model, given the small dataset we used and that logistic regression is a linear classifier. But no worries, you'll build an even better classifier next week!

Also, you see that the model is clearly overfitting the training data. Later in this specialization you will learn how to reduce overfitting, for example by using regularization. Using the code below (and changing the index variable) you can look at predictions on pictures of the test set.

In [63]:

*# Example of a picture that was wrongly classified.*

index = 1

plt.imshow(test\_set\_x[:,index].reshape((num\_px, num\_px, 3)))

print ("y = " **+** str(test\_set\_y[0,index]) **+** ", you predicted that it is a \"" **+** classes[d["Y\_prediction\_test"][0,index]].decode("utf-8") **+** "\" picture.")

y = 1, you predicted that it is a "cat" picture.

![A blurry image of a cat
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Let's also plot the cost function and the gradients.

In [64]:

*# Plot learning curve (with costs)*

costs = np.squeeze(d['costs'])

plt.plot(costs)

plt.ylabel('cost')

plt.xlabel('iterations (per hundreds)')

plt.title("Learning rate =" **+** str(d["learning\_rate"]))

plt.show()
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**Interpretation**: You can see the cost decreasing. It shows that the parameters are being learned. However, you see that you could train the model even more on the training set. Try to increase the number of iterations in the cell above and rerun the cells. You might see that the training set accuracy goes up, but the test set accuracy goes down. This is called overfitting.

**6 - Further analysis (optional/ungraded exercise)**

Congratulations on building your first image classification model. Let's analyze it further, and examine possible choices for the learning rate αα.

**Choice of learning rate**

**Reminder**: In order for Gradient Descent to work you must choose the learning rate wisely. The learning rate αα determines how rapidly we update the parameters. If the learning rate is too large we may "overshoot" the optimal value. Similarly, if it is too small we will need too many iterations to converge to the best values. That's why it is crucial to use a well-tuned learning rate.

Let's compare the learning curve of our model with several choices of learning rates. Run the cell below. This should take about 1 minute. Feel free also to try different values than the three we have initialized the learning\_rates variable to contain, and see what happens.

In [65]:

learning\_rates = [0.01, 0.001, 0.0001]

models = {}

**for** i **in** learning\_rates:

print ("learning rate is: " **+** str(i))

models[str(i)] = model(train\_set\_x, train\_set\_y, test\_set\_x, test\_set\_y, num\_iterations = 1500, learning\_rate = i, print\_cost = **False**)

print ('\n' **+** "-------------------------------------------------------" **+** '\n')

​

**for** i **in** learning\_rates:

plt.plot(np.squeeze(models[str(i)]["costs"]), label= str(models[str(i)]["learning\_rate"]))

​

plt.ylabel('cost')

plt.xlabel('iterations (hundreds)')

​

legend = plt.legend(loc='upper center', shadow=**True**)

frame = legend.get\_frame()

frame.set\_facecolor('0.90')

plt.show()

learning rate is: 0.01

train accuracy: 99.52153110047847 %

test accuracy: 68.0 %

-------------------------------------------------------

learning rate is: 0.001

train accuracy: 88.99521531100478 %

test accuracy: 64.0 %

-------------------------------------------------------

learning rate is: 0.0001

train accuracy: 68.42105263157895 %

test accuracy: 36.0 %

-------------------------------------------------------
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**Interpretation**:

* Different learning rates give different costs and thus different predictions results.
* If the learning rate is too large (0.01), the cost may oscillate up and down. It may even diverge (though in this example, using 0.01 still eventually ends up at a good value for the cost).
* A lower cost doesn't mean a better model. You have to check if there is possibly overfitting. It happens when the training accuracy is a lot higher than the test accuracy.
* In deep learning, we usually recommend that you:
  + Choose the learning rate that better minimizes the cost function.
  + If your model overfits, use other techniques to reduce overfitting. (We'll talk about this in later videos.)

**7 - Test with your own image (optional/ungraded exercise)**

Congratulations on finishing this assignment. You can use your own image and see the output of your model. To do that:

1. Click on "File" in the upper bar of this notebook, then click "Open" to go on your Coursera Hub.

2. Add your image to this Jupyter Notebook's directory, in the "images" folder

3. Change your image's name in the following code

4. Run the code and check if the algorithm is right (1 = cat, 0 = non-cat)!

In [67]:

*## START CODE HERE ## (PUT YOUR IMAGE NAME)*

my\_image = "covid\_cat.jpg" *# change this to the name of your image file*

*## END CODE HERE ##*

​

*# We preprocess the image to fit your algorithm.*

fname = "images/" **+** my\_image

image = np.array(ndimage.imread(fname, flatten=**False**))

image = image**/**255.

my\_image = scipy.misc.imresize(image, size=(num\_px,num\_px)).reshape((1, num\_px**\***num\_px**\***3)).T

my\_predicted\_image = predict(d["w"], d["b"], my\_image)

​

plt.imshow(image)

print("y = " **+** str(np.squeeze(my\_predicted\_image)) **+** ", your algorithm predicts a \"" **+** classes[int(np.squeeze(my\_predicted\_image)),].decode("utf-8") **+** "\" picture.")

y = 0.0, your algorithm predicts a "non-cat" picture.

![A cat that is looking at the camera
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**What to remember from this assignment:**

1. Preprocessing the dataset is important.
2. You implemented each function separately: initialize(), propagate(), optimize(). Then you built a model().
3. Tuning the learning rate (which is an example of a "hyperparameter") can make a big difference to the algorithm. You will see more examples of this later in this course!

Finally, if you'd like, we invite you to try different things on this Notebook. Make sure you submit before trying anything. Once you submit, things you can play with include:

- Play with the learning rate and the number of iterations

- Try different initialization methods and compare the results

- Test other preprocessings (center the data, or divide each row by its standard deviation)
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